**Experiment No. 2**

**Title: Implementation of Linear Search**

**Batch: B2 Roll No: 16010421119 Experiment No.:2**

### Aim: To implement a Linear Search algorithm on hackerearth and optimize it’s solution using suitable data structures.

**Resources needed:** Web Browser to access Hackerearth platform

### Theory:

### Competitive Programming involves solving coding problems using data structures and algorithms. Competitive programming helps to improve logical and analytical skills. There are various platforms available for Competitive Programming such as Hackerearth, Codechef, Codeforces etc. On Competitive Programming platform, one needs to write solution under various restrictions such as memory limits, execution time, constraints on input size and so on. The Competitive Programming Platform then evaluates the solution against pre-defined test cases for a problem statement.

### Hackerearth is a competitive programming platform which hosts programming challenges and coding competitons. On Hackerearth platform, the problem statement is defined in terms of real world scenario followed by input format, output format, constraints, sample input, sample output, time limit in seconds and memory limit. Hackerearth supports several programming languages such as C, C++, Java, Python, JavaScript and so on. Any of these supported programming languages can be selected for the implementation of the solution. There is a code editor provided where the code can be written and compiled. When the solution is submitted on the hackerearth platform, it is tested against pre-defined test cases for the problem statement. And it displays the list of all test cases and the status of the solution against each test case whether the solution has passed that test case or not.

### Solving problem on Competitive Programming Platform like hackerearth helps to:

### Understand problem in terms of real-world scenario

### Interpret input, output and processing information and constraints from the given real world scenario problem

### Develop logical and analytical ability for optimization of solution

### Understand and perform test-case based evaluation of solution

### Activity:

You have N boxes numbered 1 through N and K candies numbered 1 through K. You put the candies in the boxes in the following order:

**first candy in the first box,**

**second candy in the second box,**

**.......**

**........**

**so up to N-th candy in the Nth box,**

**the next candy in (N - 1)-th box,**

**the next candy in (N - 2)-th box**

**........**

**.......**

**and so on up to the first box,**

**then the next candy in the second box**

**...... and so on until there is no candy left.**

So you put the candies in the boxes in the following order:
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**Find the index of the box where you put the K-th candy.**

**Input format**

--The first line contains T denoting the number of test cases. The description of T test cases is as follows:

--Each test case consists of a single line containing two integers N, and K.

**Output format**

--For each test case, print the index of the box where you put the K-th candy.

**Constraints**

**![](data:image/png;base64,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)**

<https://www.hackerearth.com/practice/algorithms/searching/linear-search/practice-problems/algorithm/candy-in-the-box-75b63839/>

### Program:

### #include <iostream>

### using namespace std;

### void zig\_zag(int n, int data)

### {

### bool flag = true;

### for(int i=1;i<=n;i++)

### {

### cout<<i<<" ";

### }

### cout<<endl;

### for(int i=1;i<=n;i++)

### {

### cout<<"\* ";

### data--;

### if(data==0)

### {

### break;

### }

### }

### cout<<endl;

### while(data>0)

### {

### if(flag==true)

### {

### for(int i=1;i<=n-1;i++)

### {

### cout<<"\* ";

### data--;

### if(data==0)

### {

### break;

### }

### }

### flag = false;

### cout<<"\n";

### }

### else

### {

### cout<<" ";

### for(int i=1;i<=n-1;i++)

### {

### if(data==0)

### {

### break;

### }

### cout<<"\* ";

### data--;

### }

### flag = true;

### cout<<"\n";

### }

### }

### }

### void find\_index(int n,int search)

### {

### if(search<=n)

### {

### cout<<"The last Candy goes in "<<search<<"th box";

### }

### else

### {

### int x = search - n;

### while(x>0)

### {

### for(int j=n-1;j>0;j--)

### {

### x--;

### if(x==0)

### {

### cout<<"the last candy went in "<<j<<"th box!!";

### break;

### }

### }

### if(x==0)

### {

### break;

### }

### for(int i = 2;i<=n;i++)

### {

### x--;

### if(x==0)

### {

### cout<<"The last candy went in "<<i<<"th box";

### break;

### }

### }

### }

### }

### }

### int main()

### {

### int n;

### cout << "Enter the max size for zig-zag: ";

### cin >> n;

### int find;

### cout<<"Enter the number of candies: ";

### cin>>find;

### zig\_zag(n, find);

### find\_index(n,find);

### return 0;

### }

### Output:

### 

### Test Result:

### Case 1: When The max Size is 4 and data is more than the max size

### 

### Case 2: When the max size is more than the data

### 

### Classwork:-

### 

### 

### 

### Outcomes:

### CO2. Understand the fundamental concepts for managing the data using different data structures such as lists, queues, trees etc.

### Question given in Lab session on 22/02/23.

**Conclusion: (Conclusion to be based on the objectives and outcomes achieved)**

**We can conclude that we have understood the concept of implementing Linear Search using an appropriate example.**
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